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Abstract: File systems are key operating system components because they store and retrieve files as needed. 
Traditional hierarchical file systems no longer suit current users’ expectations in organizing extensive 
collections of files for easy retrieval based on intrinsic and user-defined properties. The number of files in 
users’ collections is growing substantially, partly because of the ease with which consumer devices capture 
information. With the enormous capacity of contemporary storage devices and the rising trend of users storing 
their data in the cloud, they only fuel the number of files needing to be managed. We suggest that current file 
systems require an enhanced technique of data organization and access so that users can properly handle these 
ever-increasing data collections. File systems are key operating system components because they store and 
retrieve files as needed. This study offers improvements to the conventional Hierarchical File System to 
improve file organization and retrieval through built-in querying capabilities and support filesystem-level 
operations that execute significant amounts of metadata updates. This is accomplished using attributes (name-
value pairs) in a file collection hierarchy. A series of improvements to the HFS introduce the “AttFS” file 
system. These improvements include using attributes rather than names, logical collections rather than 
directories, and introducing a query language to the API. We assess the expressive capacity of the resulting 
model, demonstrate that it solves the relevant shortcomings of traditional file systems in this space, and 
compare our new approach to those provided by others and our earlier work. We conclude that attributes are 
better suited than tags to overcome traditional HFS shortcomings. 
 
Keywords: Attributes, Tags, Hierarchical File System.  
 
1. INTRODUCTION 

According to file system researchers [1, 2, 3, 4], the number of files and the 
average file lifespan have increased significantly over the last 30 years. This is because 
the number of files owned by a given user has increased in lockstep with the expansion in 
storage capacity. Indeed, storage capacity has risen to the point where removing old 
content is no longer necessary; in fact, the work users spend doing would be a waste of 
time [5]. The challenge has shifted from deciding what to save to locating specific data 
when required. To remedy this issue, users must improve their file organization and 
search capabilities [6, 7, 8]. 

The central feature traditional file systems provide end-users to organize their files 
is the folder or directory, arranged in a hierarchy. While this has worked well for smaller 
files, users have found over time that the traditional hierarchical model has significant 
limitations, making it hard to manage vast collections of files that often cannot simply be 
organized in a tree. In many cases, an alternative information system that was not 
dependent on hierarchical path names was overlayed on top of the filesystem to overcome 
several problems of the HFS [9, 10, 11]. 
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A. Motivation 
 

The following example shows the motivation behind this work. Assume a user 

has thousands of images, movies, papers, and other material on their computer or 

device. The user wants to organize these files using HFSs for convenient access. To 

manage data, the user knows that each set of files must be saved in a folder with a 

name that matches its contents. The user can create a folder for music, another for 

photographs, and so on, each with its subfolders. In the photo folder, the user must 

organize files. The following example shows user challenges: Users can choose one 

folder per group year—figure 1 shows option (1). If the user wants to find a photo she 

knows was taken in a particular place but not the year, she must search all files. The 

user may decide to add file category features. Photo folders are organized by year and 

place (see Figure 1(2)). After placing these files in their folders, some contain only a 

few photos and do not need a separate folder. After putting these files in their folders, 

some contain few photos and do not need a separate folder, while others have too 

many.  

The user realizes the files must be recategorized using different criteria. Figure 

1(3) suggests organizing photos by crucial events. After organizing files into folders, it 

becomes evident that some photos must be in both the Holiday and Birthday folders. 

Due to the previous difficulties, as shown in Figure 1(4), the user reclassifies photos by 

year and occasion. After putting files in folders, the user sees that some folders have 

more photos than others, making it hard to search for a specific photo. Instead, they 

would sort photos by year, event, and place (Figure 1(5)). If another user (such as the 

original user's partner) wants to find a Roma Park photo and browse the collections, 

they may not know if it was labelled a Holiday or a Birthday, so they look in both files. 

As seen in this situation, a hierarchical (conventional) file system is wasteful and 

inefficient for file organization. The impracticality applies to any file type and its data, 

not only photo file organization. The key to motivating our work is plenty of special-

purpose software to manage various file formats. Numerous consumers use photo-

management tools. These methods are problematic because (a) they are not generic and 

(b) they cannot seamlessly integrate photo information with rich event or actual item 

information. The user may want to assign several attributes to items like music, 
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documents, and programs to categorize them. Traditional hierarchical file systems 

classify files using only one of these qualities: folders. Because one attribute is 

allowed, there is one classification scheme [12]. The scenario analysis shows that a 

multi-classification system is needed. 

 

 
 
 

Figure 1: Files organization choices 
 

 
B. HFS Problems 

 
The issues mentioned in the previous section occur in the daily lives of IT users. 

In our broad research in this area [13, 14, 15, 16, 17], we have detailed the limitations 

of the HFS and provided examples for each. For ease of understanding, we provide a 

summary of these issues: 

1) File attributes do not create natural subclass relationships, resulting in artificial 

hierarchies. 

2) Items within the type hierarchy can frequently belong in more than one subtree. 

However, a traditional file system is a single arrangement system. Therefore, the 
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user has to either duplicate the item or utilize the facility of the hard/soft links, 

which has some deficiencies that we detailed in [14]. 

3) As a consequence of the single classification, HFS fails to support orienteering-style 

search. Indeed, if searchers navigate the directory tree incorrectly, they will never 

discover the file. 

4) Metadata updates in HFS are inefficient in bulk. So, a user may want to add or 

remove such metadata to improve categorization accuracy. In that case, creating, 

deleting, and renaming actions must be performed in the precise order. 

5) The lack of a powerful query mechanism built into the HFS APIs leads to 

inconsistencies in special-purpose search solutions and an increase in erroneous 

categorization instances. 

6) A reliable categorization method is necessary for efficient file navigation in a file 

system directory tree. An orienteering process will never find inconsistently 

categorized files. HFSs use hierarchical folders to classify files, but all files in each 

directory should have a shared subset of attributes different from those in sister 

directories to ensure consistency. The correct directory name usually implies these 

traits. 

Some problems can be solved using tags[1], as we demonstrated in our 

previously proposed models, TreeTags and VennTags; however, those tag models 

cannot solve several remaining problems. Instead, as we will explore in the following 

sections, attributes can address those. 

Organization In this paper, we summarize the restrictions of traditional file 

systems in file management retrieval, as elaborated in Sections 1 and 2. In addition, we 

define the primary service necessities with some significant definitions. The paper’s 

primary contribution is proposing a unique model (AttFS) (Section 3). In Section 4, the 

AttFS model is evaluated regarding resolving HFS limitations and compared to other 

solutions offered by us to demonstrate the distinctions between using attributes and 

tags and which one is superior in terms of resolving file systems' limitations. The paper 

also compares solutions offered by others to determine the distinctions and benefits of 

our proposed model. 
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Contributions The paper’s contributions include: 

1) Naming and describing difficulties in the hierarchical file system. 

2) Proposing AttFS as a formal file management model to solve common problems 

experienced with traditional hierarchical file systems. 

3) Demonstrating that using attributes for files and collections is a better solution than 

tags for the highlighted limitations. 

4) Introducing a query language within the File Management System API to facilitate 

efficient file retrieval. 

 

2. FRAMEWORK 
Our suggested file management system provides three types of services: 

1) Create a file along with its corresponding metadata. 

2) file identification 
a. For an ‘open’ file, it is required to locate a file using metadata-based specifications. 

The file system metadata must be handled to give each file a unique metadata 

specification. 

b.            A query service that retrieves files conforming to specified class membership 

criteria would reveal the contents of a directory. We apply this to generic file 

system queries. These procedures are essential for file system user interfaces. 

 

3. EDITING FILE METADATA 
1) Modify metadata for a single file, such as tag, name, or attribute. 

2)    Reorganize a set of files by applying complicated metadata modifications, potentially 

reclassifying them. 

The main physical objects in the AttFS are:  

a. Attributes are metadata for collections and files. It could be name/value pairs. 

Name/value pairs offer files and collections meaning, unlike HFS name files and 

directories. 

b.  Files store bits (atomic data units). System ID is unique. The system identification 

represents the files' logical organization, not the content. Thus, ‘file’ usually 

denotes ‘file identifier’. Files have attributes. 

c.  A collection holds files. It has a unique system identity and zero or more files (file 

identifiers). The collections are tree-like. All files in a collection are there because 

they share semantic properties, such as those associated with a project. A collection 
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can have a name/value attribute. Every file in the collection inherits this name/value 

pair and any ancestor collection attributes (see path discussion below).   

d.   Paths are sequences of collection members that are children of the previous 

collection. The path from tree root to collection explicitly identifies the collection. 

Paths identify collections. A file path combines a collection path and the identified 

file. Routes help file system users find files [18]. 

e.  Queries are search conditions based on collections and files' metadata 

(name/values). A search using a query yields zero or more files from many 

collections. File system enquiry is unlike most HFS APIs. A client application of a 

typical HFS can imitate file system query capability, although performance may 

suffer due to repetitive file system calls. 

f.    AttFS File System 

Tradition file system is a monolithic categorization method that presents 

organizational and retrieval issues. However, both methods are isomorphic from a 

critical standpoint. So, we provide a file system based on hierarchies of collections 

that are entirely independent of the set of files it maintains. 

Additionally, our approach relies not on directory or file names but on a 

multi-classification model based on name/value pairs. This change allows files to be 

placed in the appropriate collection, including the collection in multiple additional 

collections, as illustrated in the following. 

By digging extensively into each component of our proposed model (dubbed 

AttFS), we address the issues raised in Section 1.1. Following a formal definition of 

the data model’s low-level operations, a thorough description of the model’s high-

level queries is provided (in Z notation). 

 
4. DATA MODEL 
 

The collections are arranged in a tree-like pattern. Sub-collections may exist inside 

a collection. The words parent and child logically represent the connection between 

subcollections and collections; more broadly, any two collections have a unique path. 

Paths can be represented in terms of an ordered sequence comprising zero or more 

elements. A specific type of collection, termed root that lacks a parent. As noted 

previously, certain collections may contain a plurality of members, implying that they do 

have many paths. 
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District-based files are used to create collections. Files are simple belongs-to-

relationships with collections. The word ‘collection’ was used to differentiate the 

traditional from the more conventional ‘directory expressly’ (or ‘folder’). 

1. Hierarchy 
 

H : cid → cid ∪ {τ } where 
 

• cid is the type of collection identifiers. 
 

The hierarchy uses cid instead of attributes. This prevents the hierarchy from being 

involved in unnecessary actions like updating attribute values. When considering 

names − value, the hierarchy changes with each operation. 

• H represents a collection identifier tree that has a root τ. 
 
• H (s) is the parent of s. 
 
• Initial value: H = ∅  
• Constraint: ∀ s ∈ dom H • (s, τ) ∈ H + 

A single rooted tree contains all collection identifiers. This limitation prevents cycles. 
2. Attributes of Collection 

 
S : cid ∪ {τ } → (A → ⊤)  

 
• cid is the collection identifier 

 
• Initial value: S = {τ → root} 

 
• A is set of attribute names. 

 
• ⊤ is a universal top type -set of values is the universal type  

If the tuple (id, {(a1 → v1), (a2 → v2), . . . (a1 → vn )}) is an member of S , then 

the value of attribute ai ∈ A is vi ∈ ti 

where ti ⊂ ⊤. 

Permitting multiple attached attributes with a collection will provide flexibility 

to locate collections. 

3. Files 

F : cid → (id ↣ (A → ⊤)) 

• Files are organized into collections, and each collection has a unique identifier.. 

• Each file's name(/value) mapping is bidirectional.  

 F : id → (A → ⊤) ∧ F ∼ : (A → ⊤) → id and an identifier (id). 

• Initial value: F = ∅ 
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• ∃(s1, (a1 → v1)), (s2, (a2 → v2)) ∈ F • s1 ̸= s2 ∧ dom A1 ∩ dom A2 ̸= ∅. A file may be 

referenced only once within a collection. 

4. The path from H, S and the following functions are derived. 

The path function D : cid → seq cid . 

The path function P : cid → seq A → ⊤ is now a sequence of (name/values) groups. 

P(s) = {n : N; id : cid | (n, id) ∈ D(s) • (n, S (id))} 

A collection path (P) is formally defined as a succession of attributes 

(name/value) sets. The abstract syntax shown in Figure 2 is for paths that contain 

multiple name/value pairs for both collections and files.  

It is important to recognize that although P generates paths encompassing all 

attributes (names/values) linked to collections, a path specification containing fewer 

characteristics per object can still effectively identify a single file within any specific 

instance of a file system. A single object may possess multiple path specifications. 

 
 
 
 
 
 

Figure 2: AttFS path syntax 
   

However, utilizing entirely path specifications is helpful. If an object is 
instantiated with a fully specified path p where the attributes linked to the object in p 
remain unchanged, that file can consistently be accessed via path p. 

 Note that in this proposed model, we have not introduced the concept of view at 
all. This is because views in our proposed model add more complexity for users; it 
cannot recognize the views and collections. The users can attach metadata to that 
collection and files, while in the view world, there is no such thing as present metadata 
being attached to views. Views are conceptual groups that are likely related to the flat 
structure. 

 
5. ATTFS OPERATIONS 
 

The following function calls are among the available operations for our proposed 

model (AttFS ). Any interface developed on the API may exhibit distinct operations 

corresponding to the functionalities. There are collection operations and file operations.  

Some collection and file operations require collection and file lookup sub-operations. 

 

Collpath ::=    val/ | path collQ/ 

collQ ::= val | collQ ∨ val 

fileQ ::= val | fileQ ∨ val 

val ::= A = val  | A ̸= val 
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The collection lookup operation has the following semantics. 

lookup : (A →⊤) → cid 

lookup(atts) = S∼(atts) if atts ∈ ran S 

The file lookup operation has the following semantics. 

lookup : (A → ⊤) → id 

lookup(atts) = F∼(atts) if atts ∈ ran F 
  

Informally, either the supplied attributes exactly match a collection’s/ file’s 

attributes or a subset of a collection’s/ file’s attributes, and only one collection/file has a 

matching subset. 

Note: Before we explore the AttFS operations, we will consider files associated 

with university courses as an explanation example. These courses have properties such as 

‘course code' and ‘year of offer', organized by course and year. 

1. CrCollection(att,parentPath) Creating a collection: The input parameters are the new 

attributes, and the parent is the path sequence of collections to a target collection. The 

parent parameter must exist in this operation, and the lookup collection function fails. 

The characteristics parameter is then verified for parent collection type conformance. 

Upon meeting these conditions, the operation will be finished. 

    Assuming an undergraduate program, we want to add CS100 to the 2020 collection. 

The desired path can be found using CrCollection ((Course, CS100),/2020) call 

function. This operation returns cid. 

2. DelCollection(att,parentPath) Att must be in the parent collection for the lookup 

collection function to work for the delete action. All sub-collections and files must be 

deleted from the collection. Call DelCollection ((year, 2020),/courses) to remove the 

2020 collection from Courses. If the 2020 collection has sub-collections, this returns 

false. 

3. UpCollection(oldpath,newpath) Updating a collection path is called updating. The 

input parameters are as follows: A new path signifies “move.” The old value must 

exist but not the new. Local collection uniqueness and matching with the new path 

(location) attributes will not be affected. This function changes all sub-collections and 

files in this collection instantaneously. 
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4. CrColAtt(collection,atts) Create attributes: This operation refers to adding new 

attributes to a collection identified by the attributes collection. To complete this 

operation, lookup(collection) succeeds and (S (lookup(collection)) ∪ atts) ̸∈ran S 

where adding atts does not create the attribute set of an existing collection. 

5. DelAtt(collection,atts) Delete Attributes: This operation refers to deleting a specific set 

of attributes from a collection identified by attributes collection. In this operation, 

lookup(collection) succeeds and (S (lookup(collection)) \ atts) ∉ran S . That is, 

deleting these attributes does not affect the uniqueness of existing collections. 

For instance, to delete the Year=2016 attribute from the file{(Course, CS100), (Year, 

2016) }, first, it will be checked whether there is a collection that is just (Course, 

CS100) or not. If yes, the operation will fail. Otherwise, the operation will be 

complete, and the collection has (Course, CS100). 

6. UpAtt(collection,oldAtts,newAtts) Update Attributes: This operation refers to 

changing the name of an attribute in the collection. The operation precondition is 

lookup (collection) succeeds and ((S (lookup(collection)) \ oldAtts) ∪ newAtts) ̸∈ran S 

where replacing these attributes does not impact the uniqueness of the existing 

collection. 

7. CrFile (fatt, parentPath) Creating a new file: adding a new file requires the provision 

of a file att (fatt) which must be locally unique and where lookup (file) fails. The new 

file will be in a collection, so it must provide its collection path. This operation returns 

id for the new file. 

8. DelFile(fatt,parentPath) refers to deleting collection files. To complete this action, the 

target file att must exist where lookup (file) succeeds in the collection parent Path. 

9. UpFile(operation,path,newAtt): Updates change attribute values or file paths. The 

input parameters are as follows: operation refers to a function call that changes file 

location or attribute; old value is the path (whichever the operation is); the path is 

either a new location (path), if the operation is changing the file location,  or the new 

attribute value if the operation is renaming the file new and old values, will be 

examined; and newAtt is the new value which must not change the file's local 

uniqueness in the collection.  For example, to move f1 from collection 
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(Course,CS01) to (Course,CS200), we need 

UpFile call function(move, /CS 100/f1, CS 200). 

10. CrAtt(file,atts,path) Create attributes: This operation refers to adding set of new 

attributes atts to a file identified by attributes file and exists in a specific collection. To 

complete this operation, lookup(file) succeeds and (F (lookup(file)) ∪ atts) ̸ ran F. So, 

adding atts does not create the attribute set of an existing file in that path. 

11. DelAtt(file,atts,parentPath)Delete Attributes: This operation refers to deleting a 

specific set of attributes from a file identified by the attributes file. To complete this 

operation, lookup (file) succeeds and (F (lookup(file)) \ atts) ̸ ran F. That is, deleting 

these attributes does not effect on the uniqueness of existing files. For instance, to 

delete Year=2016 attribute from the file {(Course, CS100), (Year, 2016)}, first it will 

be checked whether there are a file that is just (Course, CS100) in this path or not. If 

yes, the operation will fail; otherwise, the operation will be complete and the file has 

just (Course, CS100). 

12. UpAtt(file,oldAtts,newAtts,parentPath)Update Attributes: This operation refers to 

changing the name of an attribute in the file. To complete this operation, lookup(file) 

succeeds and ((F (lookup(file)) \ oldAtts) ∪ newAtts) ̸ ran F. That is, replacing these 

attributes have no effects on the uniqueness of existing files in its parent path. 

 
6. ATTFS QUERIES 
 

One of the main differences between AttFS and other Hierarchical File Systems is 

the file system API query language; Figure 3 exhibits the inquiry language. The path 

language, which identifies a single object, is expanded by exchanging the collection 

attribute with a disjunctive list of attributes and the file attributes with their inverse. Thus, 

an attribute's presence or absence may identify a file for the query result. Mathematical 

operator symbols represent disjunction and negation in this abstract grammar. An 

implementation would use ASCII/Latin-1 textual symbols for these operations. 

A query returns a list of files. For example, all files in a collection should be 

retrieved with the attribute ‘Year, 2014’. Because the files inherit the collection (parent) 

attribute, all files under the /Year, 2014 collection will be returned. This means that all 
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files in / Year, 2014 and their sub-collections will be retrieved. The query language 

allows using ∧ and ∨ as shown in Figure 3. 

For instance, (Course, CS400)∧(Course,CS500) query finds every collections with 

Course=‘CS400 and Course=CS500 attributes and will retrieve all-recursive files located 

in those collections with both attributes. On the other hand, (Course, 

CS400)∨(Course,CS500)/ query find all collections that have attributes Course=‘CS400’ 

or Course=‘CS500’ and will retrieve all files recursively located in those collections that 

have either CS400 or CS500. 

 
 

 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

Furthermore, intricate queries such as the following are feasible. 

courses/2014/CS600∨CS700/assig∨exam 

courses/2015/CS600∧CS600/source 

courses/2015/CS700∧CS600/source ¬Git 

Concrete query syntax requires parentheses to resolve operator precedence in scenarios 

like 

courses/2015/CS600/(assig∨exam)∧results 

but it has been elided here for brevity 
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7. EVALUATION 
 

Our evaluation will be in two parts as shown in the subsections below 

A. How does AttFS solve HFS problems? 

The AttFS file system solves the problems detailed in 1.2. The availability of 

multiple attributes for a collection allows multiple classifications (problem 2) as 

shown in Figure 4, and so the user can avoid the constructing of artificial hierarchies 

(problem 1) as explained in Figure 5 . More visible collection properties can help 

orienteering searchers descend a tree to find files (problem 3). Finally, attribute 

manipulation makes it easier to link useful metadata to file groups (issue 4). 

Additional file properties can help users in the latter two cases: Finding files and 

managing metadata.  

It should be noted that while multiple attributes give users better tools to 

organize consistent file hierarchies, any user's success depends on their ability to find 

suitable attributes to categorise the files they create. 

 A general and powerful attribute-based query is a new API feature. Like some 

aspects of the attribute structure, it relies on suitable user interfaces to deliver real 

utility to users. In particular, the correspondence between a query result and the 

concept of a virtual directory or folder [19] can lead to some real advances in GUI-

based metadata management and query [20, 21]. 

 
  
  
 

 
 
 

 
Figure 5: Supporting multiple classifications 

  
The important part that the proposed model introduces is adding semantic 

meaning; operations can fail if there is no match in terms of the meaning. For 
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example, ‘CS100’ indicates that all files in that tree are associated with CS100, so 

operations to add something else should fail. As mentioned earlier, the HFS and other 

tags models lack a mechanism for formally defining directory semantics properties 

that all resident files should have. This is represented in problem 6, where tags-based 

models cannot solve it. 

B. How AttFS is distinct from other work 

In this section, we will first compare AttFS, an attributes file system, with our 

other proposed file systems to determine which is better at solving file system 

problems. We will also compare AttFS with previous work. 

LTTs [13], TreeTags [15] and VennFS [16] are examples of tags file systems 

that are our previously proposed models. We demonstrated that these models solved 

the hierarchical file system problems with differences in simplicity and the number of 

operations required to add or delete tags (for more details, see [13,16]). However, 

these models fail to solve the point of semantics because tags do not have meaning, 

so when a user makes a mistake dropping a file to a collection that does not match its 

classification, it will be completed while in the attributed world, it is not as it will 

break the classification. This point has been solved by AttFS as well as the other 

problems, as shown in §4.1. 

      AttFS was compared to the solutions of prior academics [10, 19, 20, 22, 

23, 24, 25, 26, 27, 28], who employed post-hierarchical file system architectures to 

address the challenges of conventional file systems. The referenced systems utilized 

an extensive file information set to organise and retrieve files instead of employing a 

hierarchical directory structure. These systems aimed to entirely exchange the 

conventional file system, although none have succeeded thus far. Users may 

encounter a novel issue because classifying items via a tree is straightforward, 

facilitates comprehension of tree topologies, and fosters familiarity.  

       Other researchers [11, 29, 30, 31, 32, 33] present models to assist users in 

organizing their files based on specified tags. However, as we explained earlier in 

this section, the differences between tags and attributes where the users may make a 

mistake in tagging systems and place a collection/file in the wrong path (not 

matching the classifications). In addition, because none of the cited methods includes 

a query language, users cannot simply re-find their files. 
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      Other approaches, however, employ a different paradigm, such as directed 

graphs (DAG) and tags [34, 35, 36]. In the provided suggestions, tags are generated 

and stored automatically within a tag DAG folder. The primary disadvantage of these 

proposed systems is the difficulty of searching for and retrieving files, which takes 

time due to the absence of a query language. Furthermore, because the tags are 

provided automatically, these systems lack the metadata management to update 

group/subgroup files easily. As a result, individuals who are accustomed to a tree 

structure will find it difficult to use. 

      Another technique to cope with HFS restrictions is adding new 

functionality to the existing file system. Tags are used in a variety of methods. Tags 

have been utilized in social networks which established means of organizing 

multimedia and permitted users to attach tags with media objects and subsequently 

re-find those items using metadata [37, 38].    TagTree [39] is one example; it 

automatically utilized user-supplied tags to build and maintain a navigation tree 

structure of tags. TagTree created a hierarchy for each file in which many routes are 

constructed. This new technique is troublesome when files have numerous tags, 

causing the tag tree to grow exponentially. 

      As can be observed, AttFS differs from the other proposed solutions 

described above in some ways. One of these aspects is that users can attach attributes 

to collections and files, unlike other proposals. This encourages using many attributes 

to classify, retrieve, and alter files. The other issue is that employing attributes will 

add meaning to the model, which means that all files and collections will be 

classified correctly. There will be no room for error in organizing the collections and 

files because the operation will fail if no matching classifications are found (as 

explained in the operation section). The third feature is that AttFS includes an API 

with a query language to re-find files. 

 
5 CONCLUSION 
 

The fundamental contribution of this work is to present a formal definition of a 

file system structure that uses attributes and incorporates them into the tree paradigm. 

Compared to our previous tagging models [15, 16], AttFS has been proven to resolve the 
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observed HFS issues. Utilizing attributes is better than tags to solve all HFS problems in 

this paper. 

There are two primary ways that the current work will be expanded. The first is to 

continue researching alternate models, such as those using a rooted graph (instead of a 

tree) paradigm. We will compare new models to AttFS to determine which is the most 

expressive and which model can be most effective for end-users. Practical testing of the 

AttFS model is the second area of focus for future research. Data structures and 

algorithms must be selected for a proof of concept implementation, and a metadata-

oriented benchmark is needed to compare the software to conventional file systems. 
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